You’ll learn how to map a many-to-many database relationship at the object level in your application using JPA and Hibernate.

Consider the following tables where posts and tags exhibit a many-to-many relationship between each other -

[![JPA, Hibernate, Spring boot Many to Many Mapping Example Table Structure](data:image/png;base64,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)](https://www.callicoder.com/static/e152cb51ecd5e08c75161a930c3e2f65/108f8/hibernate-spring-boot-jpa-many-to-many-mapping-example-table-structure.png)

The many-to-many relationship is implemented using a third table called post\_tags which contains the details of posts and their associated tags.

Let’s now create a project from scratch and learn how to go about implementing such many-to-many relationship using JPA and Hibernate.

**Creating the Project**

Following is the directory structure of the project for your reference -
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Your bootstrapped project won’t have model and repository packages and all the classes inside these packages at this point. We’ll create them shortly.

**Configuring the Database and Hibernate Log levels**

We’ll need to configure MySQL database URL, username, and password so that Spring can establish a connection with the database on startup.

Open src/main/resources/application.properties and add the following properties to it -

# DATASOURCE (DataSourceAutoConfiguration & DataSourceProperties)

spring.datasource.url=jdbc:mysql://localhost:3306/jpa\_many\_to\_many\_demo?useSSL=false&serverTimezone=UTC&useLegacyDatetimeCode=false

spring.datasource.username=root

spring.datasource.password=root

# Hibernate

# The SQL dialect makes Hibernate generate better SQL for the chosen database

# Hibernate ddl auto (create, create-drop, validate, update)

spring.jpa.hibernate.ddl-auto = create

logging.level.org.hibernate.SQL=DEBUG

logging.level.org.hibernate.type=TRACE

Be sure to change the spring.datasource.username and spring.datasource.password properties as per your MySQL installation. Also, create a database named jpa\_many\_to\_many\_demo.

The spring.jpa.hibernate.ddl-auto = create property makes sure that the database tables and the domain models in your application are in sync. Whenever you change the domain model, hibernate will automatically update the mapped table in the database when you restart the application.

I have also specified the log levels for hibernate so that we can debug the SQL queries executed by hibernate.

**Defining the Domain models**

Let’s define the domain models which will be mapped to the tables we saw earlier. First, Create a package named model inside com.example.jpa, and then add the following classes inside the model package -

**1. Post model**

package com.example.jpa.model;

import javax.persistence.\*;

import javax.validation.constraints.NotNull;

import javax.validation.constraints.Size;

import java.util.Date;

import java.util.HashSet;

import java.util.Set;

@Entity

@Table(name = "posts")

public class Post {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@NotNull

@Size(max = 100)

@Column(unique = true)

private String title;

@NotNull

@Size(max = 250)

private String description;

@NotNull

@Lob

private String content;

@NotNull

@Temporal(TemporalType.TIMESTAMP)

@Column(name = "posted\_at")

private Date postedAt = new Date();

@NotNull

@Temporal(TemporalType.TIMESTAMP)

@Column(name = "last\_updated\_at")

private Date lastUpdatedAt = new Date();

@ManyToMany(fetch = FetchType.LAZY,

cascade = {

CascadeType.PERSIST,

CascadeType.MERGE

})

@JoinTable(name = "post\_tags",

joinColumns = { @JoinColumn(name = "post\_id") },

inverseJoinColumns = { @JoinColumn(name = "tag\_id") })

private Set<Tag> tags = new HashSet<>();

public Post() {

}

public Post(String title, String description, String content) {

this.title = title;

this.description = description;

this.content = content;

}

// Getters and Setters (Omitted for brevity)

}

**2. Tag model**

package com.example.jpa.model;

import org.hibernate.annotations.NaturalId;

import javax.persistence.\*;

import javax.validation.constraints.NotNull;

import javax.validation.constraints.Size;

import java.util.HashSet;

import java.util.Set;

@Entity

@Table(name = "tags")

public class Tag {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

@NotNull

@Size(max = 100)

@NaturalId

private String name;

@ManyToMany(fetch = FetchType.LAZY,

cascade = {

CascadeType.PERSIST,

CascadeType.MERGE

},

mappedBy = "tags")

private Set<Post> posts = new HashSet<>();

public Tag() {

}

public Tag(String name) {

this.name = name;

}

// Getters and Setters (Omitted for brevity)

}

We use @ManyToMany annotation to create a many-to-many relationship between two entities. In a bi-directional association, the @ManyToMany annotation is used on both the entities but only one entity can be the owner of the relationship.

The entity that specifies the @JoinTable is the owning side of the relationship and the entity that specifies the mappedBy attribute is the inverse side.

In the above example, Post entity is the owner of the relationship and Tag entity is the inverse side.

**Defining the Repositories**

Let’s define the repositories for accessing the Post and Tag data from the database.

First, Create a new package called repository inside com.example.jpa package, then create the following repositories inside the repository package -

**1. PostRepository**

package com.example.jpa.repository;

import com.example.jpa.model.Post;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface PostRepository extends JpaRepository<Post, Long> {

}

**2. TagRepository**

package com.example.jpa.repository;

import com.example.jpa.model.Tag;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

@Repository

public interface TagRepository extends JpaRepository<Tag, Long> {

}

**Writing code to test the Many-to-Many relationship**

Time to write some code to test our many-to-many association setup. Open the main class JpaManyToManyDemoApplication.java and replace it with the following code -

package com.example.jpa;

import com.example.jpa.model.Post;

import com.example.jpa.model.Tag;

import com.example.jpa.repository.PostRepository;

import com.example.jpa.repository.TagRepository;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class JpaManyToManyDemoApplication implements CommandLineRunner {

@Autowired

private TagRepository tagRepository;

@Autowired

private PostRepository postRepository;

public static void main(String[] args) {

SpringApplication.run(JpaManyToManyDemoApplication.class, args);

}

@Override

public void run(String... args) throws Exception {

// Cleanup the tables

postRepository.deleteAllInBatch();

tagRepository.deleteAllInBatch();

// =======================================

// Create a Post

Post post = new Post("Hibernate Many to Many Example with Spring Boot",

"Learn how to map a many to many relationship using hibernate",

"Entire Post content with Sample code");

// Create two tags

Tag tag1 = new Tag("Spring Boot");

Tag tag2 = new Tag("Hibernate");

// Add tag references in the post

post.getTags().add(tag1);

post.getTags().add(tag2);

// Add post reference in the tags

tag1.getPosts().add(post);

tag2.getPosts().add(post);

postRepository.save(post);

// =======================================

}

}

The run() method in the above class is called when the application is started. In the run() method, we first clean up the tables, then create a Post, two Tags and then add the tags in the post. Finally, we save the post reference using PostRepository::save() method which saves the Tags as well.

**Running the Application**

You can run the application by typing the following command in the terminal -

mvn spring-boot:run

Once the application starts, check the console for hibernate specific logs to see what SQL statements are executed by hibernate for the operations that we have performed in the run() method -

org.hibernate.SQL : delete from post\_tags where (post\_id) in (select id from posts)

org.hibernate.SQL : delete from posts

org.hibernate.SQL : delete from post\_tags where (tag\_id) in (select id from tags)

org.hibernate.SQL : delete from tags

org.hibernate.SQL : insert into posts (content, description, last\_updated\_at, posted\_at, title) values (?, ?, ?, ?, ?)

org.hibernate.SQL : insert into tags (name) values (?)

org.hibernate.SQL : insert into tags (name) values (?)

org.hibernate.SQL : insert into post\_tags (post\_id, tag\_id) values (?, ?)

org.hibernate.SQL : insert into post\_tags (post\_id, tag\_id) values (?, ?)